**Javascript Assignment -**

**Generators**

1. What is the difference between a generator and a function?

Generator:

(1)  **Generator functions** provide a powerful alternative: they allow you to define an iterative algorithm by writing a single function whose execution is not continuous.

(2) Generator functions are written using the [function\*](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/function*) syntax.

(3) yeild: It gives control over function body, which lines to be executed and which to be paused. Also used as alternative of ‘return’ keyword.

(4) execution control is over next(), whenever next() function gets called, new value will be printed, else further lines of code get paused.

(4) Ex: function\* numberGen() {

    console.log("Inside Genrator");

    yield 1;

    yield 2;

    }

let num = numberGen();

console.log(num.next());

**Output:**

PS C:\Users\ADMIN\Documents\c\JS\_CODE> node assign\_18.js

Inside Genrator

{ value: 1, done: false }

Function: (1) functions are the block of code/instruction which we can use repeatedly.

(2) we can return the value from function or can directly print into function as well.

(3) At a time whole function to be executed, don’t have legacy to execute some lines of code.

(4) Ex: function sum(a,b) {

    return a+b;

}

let store = sum(3,6);

console.log(store);

OUTPUT: 9

1. What is the syntax of a generator?

Function\* fun\_name() {}

1. Are function generators iterable in JavaScript?

Yes, function generators are iterable in JavaScript.

Ex: function\* itr(arr) {

    let i = 0;

    while(true) {

        i++;

        yield arr[i];

    }

}

let num1 = itr([5,7,3,8]);

console.log(num1.next());

{ value: 7, done: false }

4. Create a generator for multiplying?

Output -

![https://lh5.googleusercontent.com/Vzq0CSIcl2rbJJpNMDakfDqzUkVzL0dtjeyRRyJiu_aiAxjGVdjcjOYpSSoJz0AU5dJRtWllxJDlkjf5Z_noYOJCNqyZaFY9jv0Fc_yuOXJ1JVsPzHJt8hyDAEeRwf8TwRlSbjta58C2E7blQry9JsNmuVpQkY5DUDdT2RjbfvPLJm5qfJ8udChSPQ](data:image/png;base64,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)

function\* mul(num) {

    yield num \* num;

}

console.log(mul(2).next());

function\* add(num) {

    yield num+num;

}

console.log(add(3).next());

1. Print an infinite series of natural numbers using a generator.

function\* itr() {

    let i = 0;

    while(true) {

        i++;

        //console.log(i);

        yield i;

    }

}

let num = itr();

while(true){

console.log(num.next().value);}

Output:

1

2

3

.

.

.

1. Create a generator that can throw an exception.

function\* gen() {

    while (true) {

      try {

        yield 42;

      } catch (e) {

        console.log('Error caught!');

      }

    }

  }

  const g = gen();

  g.next();

  // { value: 42, done: false }

  g.throw(new Error('Something went wrong'));

Output:

PS C:\Users\ADMIN\Documents\c\JS\_CODE> node tryyy.js

Error caught!